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ABSTRACT

Aim/Purpose  
This paper focuses on designing and implementing the rubric for objective JAVA programming assessments. An unsupervised learning approach was used to group learners based on their performance in the results obtained from the rubric, reflecting their learning ability.

Background  
Students’ learning outcomes have been evaluated subjectively using a rubric for years. Subjective assessments are simple to construct yet inconsistent and biased to evaluate. Objective assessments are stable, reliable, and easy to conduct. However, they usually lack rubrics.

Methodology  
In this study, a Top-Down assessment approach is followed, i.e., a rubric focused on the learning outcome of the subject is designed, and the proficiency of learners is judged by their performance in conducting the task given. A JAVA rubric is proposed based on the learning outcomes like syntactical, logical, conceptual, and advanced JAVA skills. A JAVA objective quiz (with multiple correct options) is prepared based on the rubric criteria, comprising five questions per criterion. The examination was conducted for 209 students (100 from the MCA course and 109 from B.Tech. course). The suggested rubric was used to compute the results. K-means clustering was applied to the results to classify the students according to their learning preferences and abilities.

Contribution  
This work contributes to the field of rubric designing by creating an objective programming assessment and analyzing the learners’ performance using machine learning techniques. It also facilitates a reliable feedback approach offering various possibilities in student learning analytics.

Findings  
The designed rubric, partial scoring, and cluster analysis of the results help us to provide individual feedback and also, group the students based on their learning skills. Like on average, learners are good at remembering the syntax...
and concepts, mediocre in logical and critical thinking, and need more practice in code optimization and designing applications.

**Recommendations for Practitioners**
The practical implications of this work include rubric designing for objective assessments and building an informative feedback process. Faculty can use this approach as an alternative assessment measure. They are the strong pillars of e-assessments and virtual learning platforms.

**Recommendations for Researchers**
This research presents a novel approach to rubric-based objective assessments. Thus, it provides a fresh perspective to the researchers promising enough opportunities in the current era of digital education.

**Impact on Society**
In order to accomplish the shared objective of reflective learning, the grading rubric and its accompanying analysis can be utilized by both instructors and students. As an instructional assessment tool, the rubric helps instructors to align their pedagogies with the students’ learning levels and assists students in updating their learning paths based on the informative topic-wise scores generated with the help of the rubric.

**Future Research**
The designed rubric in this study can be extended to other programming languages and subjects. Furthermore, an adaptable weighted rubric can be created to execute a flexible and reflective learning process. In addition, outcome-based learning can be achieved by measuring and analyzing student improvements after rubric evaluation.
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**INTRODUCTION**

An assessment evaluation process demands a useful and reliable feedback mechanism for the student’s improvement. For a long time, subjective and objective assessments have been used to evaluate student learning and assign them grades. These evaluations aim to build and encourage reflective learning by measuring specific competencies such as knowledge, skills, and attitude (Alenezi & Faisal, 2020).

A subjective assessment (constructed-response) consists of elaborated and opinionated responses, while an objective assessment (selective-response) involves picking up correct alternatives out of preceived options (Shaban, 2014). Subjective assessment includes time-consuming creation, exhausting evaluation, ineffective presentation of ideas, and incompatible grading schemes (White, 2019). Objective assessments are more reliable, quick, easy to grade, and unbiased (White, 2019). Digital marking seems apt for objective assessments considering only the correct answers need to be fed to the machine, which saves the evaluators’ time and effort (Souali et al., 2011). This type of selection-based result measures learners’ proficiency level and higher-order thinking skills, given the appropriate construction of objective quizzes and the incultation of distracting options (Belshaw et al., 2020; Rauf & Sultana, 2021). Examples of objective assessments include Multiple Choice Questions (MCQs), True/False, and matching (Bible et al., 2008).

A rubric is often used to solve most issues in subjective assessments (Debattista, 2018). It is a consistent framework representing multidimensional guidelines for scoring student work with defined criteria that reflect broad learning targets. The rubric elements include assessment criteria, performance descriptions, and scoring scales (Chan & Ho, 2019). Rubrics are commonly used for subjective assessments because of their established evaluation criteria, saving time and effort compared to manual evaluation. The rubric also allows for consistent marking and thorough comments (English et al.,
A rubric serves as a roadmap for the teacher’s expectations of the pupils, ensuring that they meet those criteria (Boettger, 2010). According to some students and educators, broad and predetermined criteria-based subjective rubrics are a barrier to learners’ critical and autonomous thinking (Chan & Ho, 2019). But still, consistent and standardized grading mechanisms are becoming popular among instructors and teaching assistants.

The rubric occupies a unique position among the other assessment and instructional tools such as checklists, manual evaluation, peer reviews, and portfolios due to its reliability and consistent grading technique. Moreover, it is a blueprint for the students to know about the instructors’ expectations in the assessment. It is handy for the evaluators to not only grade the learners but also identify weak and strong points in the intended subject, improving their instructional techniques.

Incorporating a rubric with the objective assessments is not being practiced much because there are no elaborated replies to be rated across rubric criteria. The objective assessments are automatically graded once the selected responses are matched with an answer key, either manually or digitally. But, a rubric is much more than merely an evaluation tool. It is a method to extract the knowledge levels of learners and provide constructive feedback to foster imperative improvements (Chowdhury, 2019). In this regard, the combination of objective evaluations and rubrics will let evaluators adopt a simple and reliable analysis method while also assisting learners in self-regulated learning and critical thinking. This work aims to recommend this concoction and propose a model for competent and rubric-based objective assessments.

Attraction toward E-learning and e-assessments among learners and instructors is enhanced manifold (Khan et al., 2021) because the education and learning industry is shifting rapidly towards technical and virtual methods (Almossa, 2021; Caprara & Caprara, 2022; Dhawan, 2020), in particular, it rose as a most viable solution during Covid 19 Pandemic. Computer programming has emerged as one of the essential skills in this period of digital literacy, as every industry becomes technologically proficient and current progressive inventions are dependent on computer software (Contreras & Siu, 2015), giving rise to the mass enrollment of learners in computer programming courses across the world. In this scenario, fair assessment and feedback-based evaluation are critical components. In this case, an assessment rubric ensures the standardization of evaluation activities and the formulation of learning objectives (Mustapha et al., 2016). A rubric is used mainly in subjective programming assessments so far (Lindeborg, 2019; Mustapha et al., 2016).

An electronic rubric (E-rubric) is appropriate in this digitization period of the teaching-learning process (Subekti et al., 2021). Such a goal necessitates a consistent and rapid feedback-based quality learning mechanism to assess knowledge and cognition. If students receive comprehensive and timely feedback, they can more effectively focus on their strengths and weaknesses, stay motivated, and learn at their own speed.

This study emphasizes the potential of rubrics to evaluate objective programming evaluations by carefully and attentively picking questions that correspond to the predetermined criteria in the intended Java rubric, allowing the students’ work to be assessed on each criterion. The analysis of such rubric-based objective assessments further may reveal the potential improvement scope for the learners and may suggest varied pedagogies and content-building ideas to the instructors. Therefore, this work analyses the rubric-based results using machine learning and suggests their practical implications. This study improves the transparency of evaluation elements and promotes the categorization of learners according to their learning needs and educational attainments. Instructors who get insights into students’ learning and knowledge acquisition can choose an appropriate pedagogy to enhance the student’s overall performance.

Usually, instructors conduct an examination and then prepare a rubric for evaluation. The primary limitation of this approach is designing an examination-specific rubric rather than a generic one. In such a scenario, the rubric is a mere evaluation tool. On the other hand, creating a generic rubric be-
before the examination allows for designing rubric criteria-wise questions. In this manner, the same rubric may be utilized to prepare diverse assessments. This approach is referred to as the top-down assessment approach, which is followed in this study. Hence we first prepared the rubrics and then the questionnaire was designed. This approach ensures the formulations of the questions per the rubric's criteria, resulting in the reasonable prediction of the learning parameters of learners.

The rest of the paper is structured as follows: Section 2 presents a literature review mentioning the related studies, section 3 describes the research methodology, section 4 explains the proposed programming rubric, section 5 describes the cluster analysis of the rubric results, followed by section 6 which finally concludes the paper.

**LITERATURE REVIEW**

An assessment is considered one of the critical components of higher education. It is an integral component of the teaching-learning process that is used for evaluating students’ accomplishments (Kinash et al., 2018). A rubric is a well-adopted tool for evaluation and grading as it identifies the various criteria relevant to attainments of learning outcome and explicitly determines the possible levels of achievement of learner poor to excellent for given criteria (Jubaedah et al., 2020; Mrangu, 2022; Nsabayezu, Iyamuremye, et al., 2022). It is frequently used in education because it empowers competency-based evaluation and reflective learning methods (Velasco-Martínez & Tójar-Hurtado, 2018). Several rubrics are currently available to assist in the transition from mark-based to outcome-based learning. Numerous researchers, academic fraternity, and practitioners are involved in designing, applying, and validating rubrics to advance the learning mechanism. For instance, Ana et al. (2020) applied an e-rubric as a performance assessment instrument in Vocational Education to evaluate the learning process. They concluded that using e-rubric facilitated lecturers in measuring their students’ skills in the practical curriculum. Salazar-Torres et al. (2021) proposed a rubric as an assessment tool for solving physical and mathematical problems. The results of this study indicated that the rubric provides extensive monitoring of student learning, accurate and timely feedback, and formative evaluation as a learning opportunity for students and teachers in physics and math. Nsabayezu, Mukiza, et al. (2022) explored the use of assessment rubrics in technology-based learning projects of organic chemistry. The results showed that the rubric-based assessment approach supported student learning, and instructors may quickly grade students’ work and diagnose the students’ strengths and weaknesses by providing formative feedback. Sonmez (2019) designed an assessment tool consisting of rubrics to evaluate activities related to verbal communication skills. The study suggested that the teachers require efficient strategies and practical assessment tools such as a rubric for designing the teaching process and material. Mrangu (2022) conducted a comprehensive literature review on rubric usage as an assessment tool in educational and program evaluations. The review found that the rubric is implemented in many studies and can be used for evaluation and instructional purposes. Teachers can identify student deficiencies and enhance instruction by using rubrics.

However, it is observed that most of the research and practice work in the rubric context is oriented toward subjective assessments. Virk et al. (2020) highlighted the importance of using rubrics in competency-based subjective assessment. According to this study, rubrics provide a learner-centered assessment technique that encourages behavioral change in learners while boosting the value and power of subjective assessment. Zedelius et al. (2019) tested an evaluation rubric to assess creative writing and stated that the rubric is only a viable alternative to subjective evaluation methods if it is based on objective textual features. According to Ab Rahman et al. (2020), the subjectivity of practical assessments causes biasing and, therefore, is difficult to measure without a rubric. They demonstrated that using a rubric scoring scale is appropriate for assessing the practical competence of students since it may translate qualitative criteria into quantitative forms on a grading scale. Most rubric development and implementation research focus on subjective assessments only (Grainger, 2021; Minnich et al., 2018; Schuller et al., 2019; Stanley et al., 2020).
A similar practice is pursued in the evaluation of computer programming assessments, where rubrics are used to evaluate subjective programming tests, and students are required to produce codes and write down concepts to receive grades. For instance, McGee et al. (2019) developed the scoring rubrics for the computer programming subjective assessment tasks. Chen et al. (2020) also developed a 7-point scoring rubric for assessing student explanations of programming codes in plain English, a subjective assessment. This study prepared the rubric based on the three dimensions of student answer quality: correctness, level of abstraction, and ambiguity. They demonstrated that a scoring rubric constructed using these three criteria could be reliable, align with the experienced instructors’ intuition, and correctly connect to code writing competence. Von Wangenheim et al. (2018) employed a rubric in CodeMaster (a free web application tool to automatically assess block-based programs) to score computational reasoning based on static code analysis. According to the study, the tool can help students enhance their programming skills. Teachers can use it to assess entire classes, reducing their effort. Mustapha et al. (2016) focused on the grading inconsistencies in the programming assignments and proposed an assessment rubric for computer programming courses’ cognitive, psychomotor, and affective domains. They implemented the rubrics and observed, using interrater reliability analysis, that the grades were consistent among the different instructors and the reliability of the developed rubric was also very good. Basu (2019) introduced a comprehensive multidimensional rubric that incorporates the evaluation of front-end project design with back-end sophistication of coding elements for assessing open-ended Block-Based Programming projects. Student project evaluation criteria are divided into overall competence, user experience (design elements), and coding and computer science constructs. Grover et al. (2018) proposed an extensive rubric to assess the programming projects built using block-based programming environments such as Scratch and App Inventor. The rubrics assessed student work along five dimensions: general considerations, design mechanics, user experience, fundamental coding constructs, and advanced coding constructs. In addition, Cate et al. (2016) created an analytic rubric to help the graders of computer science to rate the programs written by students. The rubric criteria selected by this study are Accuracy, Efficiency, Reasoning, and Readability. Coenraad et al. (2021) discussed the utility of a structured rubric for evaluating curricular material in computer science. Their rubric was based on three primary criteria: Teacher accessibility, Equity, and Content. Eugene et al. (2016) and Lindeborg (2019) also demonstrated in their work that the use of a rubric for assessing computer programs proved to be beneficial for teachers and learners as the rubric can quickly test the critical and logical thinking of learners, which is a pivotal component in programming assessments.

The criteria selected for the rubric creation in the previous studies to assess programming skills are related to cognitive abilities and code writing skills, which is possible only in the case of subjective programming assessments. Therefore, creating a rubric for objective assessments such as MCQs demands a different criteria selection process that can precisely analyze the student learning outcomes by only the choices of ticked options. This research focuses on this aspect.

The concept of using multiple-choice or multiple-response assessment in computer programming is not new and is supported by several researchers. For example, Kuechler and Simkin (2003) highlighted the importance of multiple-choice tests over constructed-response ones in terms of their specific properties: automated mass grading, easy statistical analysis of results, the compensation of writing skills with the recollection of concepts, compatibility with the web-based courses, and consistent grading without a teacher’s interference. Roberts (2006), as well as Simkin and Kuechler (2005) also mentioned and validated the relevance of objective assessments. Grover (2020) designed an assessment containing multiple-choice and open-response questions as a quality measure of student learning of basic programming concepts. They implemented the rubric only for the open-response item types and, therefore, understated the rubric usage in multiple-choice tests.

Research and practices on rubric usage in objective programming assessments are scarce, especially in multiple-choice or multiple-response examinations. Thus, this work is an attempt to involve rubrics in the objective assessments and reveal novel possibilities in this area.
RESEARCH METHODOLOGY

Mixed-method research approach uses both qualitative and quantitative methods chronologically and then integrates them to summarize the research findings in the same study (Creswell & Clark, 2017). This work follows an exploratory sequential mixed-method research design. In this two-phase design, the qualitative data is collected, analyzed, and summarized, and then the quantitative data is gathered and examined to validate the qualitative findings (Guest & Fleming, 2015). Table 1 presents the phase-wise strategy followed in this research.

<table>
<thead>
<tr>
<th>S/No.</th>
<th>Phase</th>
<th>Procedure</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>Qualitative data collection</td>
<td>Programming rubrics designed by various researchers were collected and explored</td>
</tr>
<tr>
<td>2.</td>
<td>Qualitative data analysis</td>
<td>A Java rubric for objective assessment was developed after studying the previous rubrics and their gaps</td>
</tr>
<tr>
<td>3.</td>
<td>Quantitative data collection</td>
<td>Responses of 209 students of MCA and B.Tech. to the Java multiple-response questionnaire were prepared in line with the seven criteria of the rubrics designed</td>
</tr>
<tr>
<td>4.</td>
<td>Quantitative data analysis</td>
<td>Cluster analysis of the student results obtained from the Java questionnaire</td>
</tr>
<tr>
<td>5.</td>
<td>Integration of Qualitative &amp; Quantitative results</td>
<td>Descriptive statistics on the clusters formed to analyze and interpret the rubric-referenced scores</td>
</tr>
</tbody>
</table>

The primary objective of this research study is to design the rubric for objective evaluation of JAVA programming assignments and assort the results using k-means clustering. To achieve this objective, the steps explained in Table 1 are followed. In the first phase of Qualitative data collection, the programming rubrics suggested by other researchers and practitioners were thoroughly studied and analyzed. Almost all the rubrics were designed keeping in mind the subjective programming assessments. But in this study, the focus is on objective programming assessments, and therefore, a new rubric was prepared in the second phase, Qualitative data analysis. The designed rubric was based on the seven criteria - Theory & Concepts, Syntax Knowledge, Conceptual Thinking & Skills, Critical Thinking, Logic Building & Thinking, Optimization Skills & Complexity, and Applications Design. The five-point scoring scale was used. In order to utilize this rubric, a JAVA multiple response-based quiz of 35 questions (5 questions each for seven criteria of the rubric) was prepared and tested on 209 students in the third phase, Quantitative data collection, where 100 students were from the MCA course and 109 were from B.Tech. (CSE) course. The test consisted of multiple correct answers, and students were unaware of the criteria-based question formations. In the next phase, Quantitative data analysis, the results of the students’ tests were analyzed and scored according to the rubrics prepared. A powerful data mining approach, K-means clustering, was applied to the rubric referenced results. The rubric scores were communicated to the students as topic-wise feedback and further analysis on clusters formed was interpreted in the last phase, Integration of Qualitative and Quantitative results, to categorize the students in multiple learning groups based on their proficiency levels and application skills in all seven criteria.

RUBRIC EXPLAINED

The creation of a rubric urges proper criteria selection (benchmarks for performance evaluation), scoring strategy (ratings on various levels), and performance descriptors (clarifications for the marking scheme) (Lee & Chernner, 2015).

A rubric for JAVA is developed in this study. However, this generic rubric can be used for any programming language with slight modifications. This rubric consists of seven critical measuring criteria to assess any object-oriented programming skills. The selected seven criteria is based on Bloom’s
Taxonomy of learning domains. Bloom’s Taxonomy is the ordering of cognitive skills. It shows how assessments can be designed concerning six levels: remember, understand, apply, analyze, evaluate and create (Chandio et al., 2016; Eber & Parker, 2007; Krathwohl, 2002).

The seven criteria of the rubric are listed in Table 2, along with their testing abilities, types of questions, and corresponding Bloom’s Taxonomy learning level suitably:

Table 2: Rubric with the corresponding Bloom’s Taxonomy level

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Testing parameter</th>
<th>Types of questions</th>
<th>0% (0) No knowledge / Poor Knowledge</th>
<th>25% (1-5) Novice (Limited knowledge)</th>
<th>50% (6-10) Fluent (Needs more practice)</th>
<th>75% (11-15) Proficient (Good Programming skills)</th>
<th>100% (16-20) Expert (Well-versed) (Extensive knowledge of programming)</th>
<th>Corresponding Bloom's Taxonomy Learning Level</th>
</tr>
</thead>
<tbody>
<tr>
<td>Theory &amp; Concepts</td>
<td>Theoretical and Concept-based knowledge</td>
<td>Simple theory and concept learning questions</td>
<td>Remember</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Remember</td>
</tr>
<tr>
<td>Syntax Knowledge</td>
<td>Syntax knowledge</td>
<td>Small fragments of the codes testing the syntax checking</td>
<td>Remember</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Remember</td>
</tr>
<tr>
<td>Conceptual Thinking &amp; Skills</td>
<td>Basic Conceptual understanding of the core programming concepts</td>
<td>Small output-based questions comprising only basic programming skills</td>
<td>Understand</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Understand</td>
</tr>
<tr>
<td>Critical Thinking</td>
<td>Application skills of various programming concepts together</td>
<td>Output-based programming questions combining some concepts</td>
<td>Apply</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Apply</td>
</tr>
<tr>
<td>Logic Building &amp; Thinking</td>
<td>Deep thinking and analyzing skills of programming concepts</td>
<td>Tricky and compilation-based programming questions</td>
<td>Analyze</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Analyze</td>
</tr>
<tr>
<td>Optimization Skills &amp; Complexity</td>
<td>Code optimization skills and relative complexity of programs</td>
<td>Questions related to comparative performance and complexity of programs</td>
<td>Evaluate</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Evaluate</td>
</tr>
<tr>
<td>Applications Design</td>
<td>Software development skills in Java</td>
<td>Application-based questions</td>
<td>Create</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Create</td>
</tr>
</tbody>
</table>

The first two criteria, Theory & Concepts and Syntax Knowledge, test the remembering skill of the students (lowest learning level of Bloom’s Taxonomy). The third criterion, Conceptual Thinking &
Skills, tests understanding basic programming concepts such as variables, data types, if-else, branching, and loops. The fourth criterion, Critical Thinking, tests applying skills as this criterion consists of output-based questions linking various concepts, such as looping and branching. The fifth criterion tests students’ analyzing capabilities as this criterion contains tricky compilation-based questions. The sixth and seventh criteria, Optimization Skills & Complexity and Applications Design are related to the advanced Java concepts (according to the curriculum). The sixth criterion tests the evaluating skills of students as this criterion assesses the learners’ knowledge and competence in optimizing the code and comparative performance. The seventh criterion tests the creating skills of the students as this criterion is associated with the software application building and deploying process. In this manner, the proposed rubric utilizes Bloom’s Taxonomy in scrutinizing objective programming assessments. All the mentioned criteria explore the student learning and intellect around the principal dimensions of the Java programming language.

In the rubric, a five-point scoring scale was used for every criterion. Five questions per criterion were chosen to assess the skills related to that criterion. The examination consisted of 35 questions owing to the seven criteria. Each question was of four points. Because each question may have multiple correct answers, the correctness of each option was taken into account while calculating the final score. For example, if one question has b and c options correct, then the following rules are considered per option for marking the question –

a. option marked: 0 points otherwise 1 point
b. option marked: 1 point otherwise 0 points
c. option marked: 1 point otherwise 0 points
d. option marked: 0 points otherwise 1 point

Then, points for each option are added together to calculate the final score of the question. For instance, if one student marks only the b option, the total points are 3 (1+1+0+1), which means that his/her answer is 75% correct. This partial marking scheme extracts learners’ proficiency level in each criterion as suggested in the rubric.

For each criterion, five questions are chosen, each of which is 4 points. Hence each criterion is of 20 points. The scoring range is according to the distribution of 20 points per criterion as follows (as per the rubric described in Table 2):

0 points: 0% correctness for that criterion interpreted as No/Very Poor knowledge of the criterion.
1-5 points: 25% correctness for that criterion interpreted as limited knowledge of the criterion.
6-10 points: 50% correctness for that criterion interpreted as fluency in the criterion.
11-15 points: 75% correctness for that criterion interpreted as proficiency in the criterion.
16-20 points: 100% correctness for that criterion interpreted as expertness in the criterion.

The learning levels of students per criterion have been computed using the manner described above. For instance, if a student attains 3 points in a particular criterion, he/she is a novice learner having minimal knowledge of that criterion. They can be advised to study these criteria topics thoroughly. Similarly, if a student attains 18 points in a particular criterion, he/she is an expert in that criterion. Therefore, he/she can be suggested to focus more on other programming competencies. This individual and specific feedback technique assist learners in getting insights into their expertise, moderate and poor programming aptitudes and improving them accordingly.

Table 3 shows the results of the first ten students of the data calculated according to the partial marking scheme discussed above. Table 4 shows the corresponding correctness of results according to the rubric, referred to as rubric scores in this work.
Table 3: Scores of sample of 10 students as per the partial marking scheme

<table>
<thead>
<tr>
<th>S/No.</th>
<th>Theory and Concepts</th>
<th>Syntax Knowledge</th>
<th>Conceptual Thinking &amp; Skills</th>
<th>Critical Thinking</th>
<th>Logic Building &amp; Thinking</th>
<th>Optimization Skills &amp; Complexity</th>
<th>Applications Design</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>11</td>
<td>19</td>
<td>13</td>
<td>17</td>
<td>12</td>
<td>10</td>
<td>9</td>
</tr>
<tr>
<td>2</td>
<td>19</td>
<td>16</td>
<td>18</td>
<td>14</td>
<td>13</td>
<td>15</td>
<td>18</td>
</tr>
<tr>
<td>3</td>
<td>10</td>
<td>11</td>
<td>15</td>
<td>8</td>
<td>17</td>
<td>13</td>
<td>8</td>
</tr>
<tr>
<td>4</td>
<td>5</td>
<td>16</td>
<td>11</td>
<td>16</td>
<td>11</td>
<td>13</td>
<td>11</td>
</tr>
<tr>
<td>5</td>
<td>7</td>
<td>12</td>
<td>13</td>
<td>9</td>
<td>13</td>
<td>13</td>
<td>10</td>
</tr>
<tr>
<td>6</td>
<td>17</td>
<td>20</td>
<td>20</td>
<td>16</td>
<td>13</td>
<td>11</td>
<td>15</td>
</tr>
<tr>
<td>7</td>
<td>11</td>
<td>15</td>
<td>13</td>
<td>17</td>
<td>8</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td>8</td>
<td>16</td>
<td>18</td>
<td>13</td>
<td>16</td>
<td>10</td>
<td>9</td>
<td>9</td>
</tr>
<tr>
<td>9</td>
<td>19</td>
<td>16</td>
<td>18</td>
<td>18</td>
<td>19</td>
<td>14</td>
<td>9</td>
</tr>
<tr>
<td>10</td>
<td>12</td>
<td>17</td>
<td>19</td>
<td>11</td>
<td>14</td>
<td>12</td>
<td>9</td>
</tr>
</tbody>
</table>

Table 4: Corresponding correctness of sample of 10 students as per the rubric described (Rubric Scores)

<table>
<thead>
<tr>
<th>S/No.</th>
<th>Theory and Concepts</th>
<th>Syntax Knowledge</th>
<th>Conceptual Thinking &amp; Skills</th>
<th>Critical Thinking</th>
<th>Logic Building &amp; Thinking</th>
<th>Optimization Skills &amp; Complexity</th>
<th>Applications Design</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>75</td>
<td>100</td>
<td>75</td>
<td>100</td>
<td>75</td>
<td>50</td>
<td>50</td>
</tr>
<tr>
<td>2</td>
<td>100</td>
<td>100</td>
<td>100</td>
<td>75</td>
<td>75</td>
<td>75</td>
<td>100</td>
</tr>
<tr>
<td>3</td>
<td>50</td>
<td>75</td>
<td>75</td>
<td>50</td>
<td>100</td>
<td>75</td>
<td>50</td>
</tr>
<tr>
<td>4</td>
<td>25</td>
<td>100</td>
<td>75</td>
<td>100</td>
<td>75</td>
<td>75</td>
<td>75</td>
</tr>
<tr>
<td>5</td>
<td>50</td>
<td>75</td>
<td>75</td>
<td>50</td>
<td>75</td>
<td>75</td>
<td>50</td>
</tr>
<tr>
<td>6</td>
<td>100</td>
<td>100</td>
<td>100</td>
<td>100</td>
<td>75</td>
<td>75</td>
<td>75</td>
</tr>
<tr>
<td>7</td>
<td>75</td>
<td>75</td>
<td>75</td>
<td>100</td>
<td>50</td>
<td>50</td>
<td>50</td>
</tr>
<tr>
<td>8</td>
<td>100</td>
<td>100</td>
<td>75</td>
<td>100</td>
<td>50</td>
<td>50</td>
<td>50</td>
</tr>
<tr>
<td>9</td>
<td>100</td>
<td>100</td>
<td>100</td>
<td>100</td>
<td>75</td>
<td>75</td>
<td>50</td>
</tr>
<tr>
<td>10</td>
<td>75</td>
<td>100</td>
<td>100</td>
<td>75</td>
<td>75</td>
<td>75</td>
<td>50</td>
</tr>
</tbody>
</table>

The result presented in Table 4 is interpreted in terms of partial correctness. For instance, the first student achieves 75% correctness in the first criterion, 100% correctness in the second criterion, and so on. These rubric scores are communicated to the students as feedback. From these scores, the learners get an idea of their learning levels in the mentioned criteria of Java programming. This type of information helps them to prioritize their learning paths accordingly.

The average of each criterion results are as follows in Table 5:

Table 5: Average of criteria-wise rubric referenced results

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Average</th>
</tr>
</thead>
<tbody>
<tr>
<td>Theory and Concepts</td>
<td>75.83732</td>
</tr>
<tr>
<td>Syntax Knowledge</td>
<td>84.33014</td>
</tr>
<tr>
<td>Conceptual Thinking &amp; Skills</td>
<td>79.90431</td>
</tr>
<tr>
<td>Critical Thinking</td>
<td>76.07656</td>
</tr>
<tr>
<td>Logic Building &amp; Thinking</td>
<td>76.19617</td>
</tr>
<tr>
<td>Optimization Skills &amp; Complexity</td>
<td>68.0622</td>
</tr>
<tr>
<td>Applications Design</td>
<td>59.33014</td>
</tr>
</tbody>
</table>

Table 5 shows that overall the students have more syntactic knowledge than any other criterion on average. The minimum score is achieved in the Applications Design criterion. In addition, they are mediocre in all other areas. It explains that the learners are more comfortable memorizing the con-
cepts and solving short output-based questions but are comparatively less inclined toward code optimization and designing the applications. Thus, they must be encouraged to focus more on advanced programming paradigms and application building in real-world situations. This assessment form encourages students to discover and improve their weakest learning areas.

Although this analysis is sufficient for individual feedback in objective assessments, a clustering approach further helps segregate the learners as per their learning competencies, which will assist instructors in knowing about their class. The students would be divided into separate groups/clusters where each cluster is unique regarding their learning preferences. This information is helpful for pedagogy and content design per the class's needs. For this purpose, clustering is applied to the above-calculated results and is described in the next section.

**CLUSTER ANALYSIS**

Clustering is an unsupervised machine learning algorithm in pattern analysis. Its primary purpose is to identify the dissimilar data chunks or clusters where each cluster contains similar data items (Rodriguez et al., 2019). This data analysis approach provides valuable insights into the relevant data aspects. However, there are various clustering algorithms available, but this study chooses the most popular K-means partitioning clustering algorithm because of its simplicity, efficiency, and lower execution time (Karthikeyan & Aruna, 2013).

**FINDING THE OPTIMUM NUMBER OF CLUSTERS**

The k-means algorithm aims to minimize the sum of all intra-cluster distances and maximize the sum of all inter-cluster distances (Singh & Gill, 2013) to ensure the distinctiveness of all clusters, which is the essential requirement of a clustering algorithm. Choosing the appropriate number of clusters is essential. This study uses the WSS plot and NbClust() functions to find the optimal number of clusters. WSS plot is an elbow method displaying an elbow-shaped curve having a number of clusters on the X-axis and within-groups sums of squares on the Y-axis. The kink or bend on the curve suggests the appropriate number of clusters (Maheswari, 2019). WSS plot for the students' rubric results evaluated in this work is shown in Figure 1.

![Figure 1: WSS plot for the optimal number of clusters](image)

The disadvantage of the elbow method is its ambiguity (Maheswari, 2019). As visible in Figure 1, there is not a sharp bend in the suggested number of clusters. Thus, only this method is insufficient to calculate the optimal number of clusters. As a result, the NbClust library and functions are being used in this research, which provides the possible number of clusters after running experiments such as the Hubert index and D index. These two graphical methods for determining the best number of clusters are shown in Figures 2 and 3. The significant peak values in both procedures correspond to the desired number of clusters.
The above two methods indicate four as the optimal number of clusters. Additionally, the NbClust package suggests the optimal number of clusters by choosing several criteria, as depicted in Figure 4.

In the output of NbClust, among all indices in fig.4, 8 proposed three as the best number of clusters, 9 proposed four as the best number of clusters, 1 proposed five as the best number of clusters, 1
proposed six as the best number of clusters, 1 proposed eight as the best number of clusters, 3 proposed nine as the best number of clusters and 1 proposed ten as the best number of clusters. As a result, the best number of clusters, according to the majority rule, is four.

**Applying K-Means Algorithm**

After calculating and verifying the best number of clusters as four, the k-means clustering algorithm was applied to the students’ Java test results. These results were evaluated using the rubric designed which are referred to as “Rubric Scores” in Table 4. Figure 5 displays a cluster plot of four clusters as a result. The cluster centers or aggregate values are shown in Table 6.

![Cluster Plot](image)

**Figure 5: Cluster Plots with k=4**

**Table 6: Cluster centers of four clusters generated**

<table>
<thead>
<tr>
<th>Cluster No.</th>
<th>Theory and Concepts</th>
<th>Syntax Knowledge</th>
<th>Conceptual Thinking &amp; Skills</th>
<th>Critical Thinking</th>
<th>Logic Building &amp; Thinking</th>
<th>Optimization Skills &amp; Complexity</th>
<th>Applications Design</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>98.75000</td>
<td>100.0000</td>
<td>75.00000</td>
<td>45.0000</td>
<td>46.25000</td>
<td>25.00000</td>
<td>25.00000</td>
</tr>
<tr>
<td>2</td>
<td>26.56250</td>
<td>32.81250</td>
<td>43.75000</td>
<td>60.9375</td>
<td>78.90625</td>
<td>84.37500</td>
<td>87.50000</td>
</tr>
<tr>
<td>3</td>
<td>96.48438</td>
<td>97.65625</td>
<td>98.04688</td>
<td>94.5312</td>
<td>89.45312</td>
<td>76.95312</td>
<td>57.42188</td>
</tr>
<tr>
<td>4</td>
<td>73.63591</td>
<td>89.51613</td>
<td>80.91398</td>
<td>75.2688</td>
<td>72.58065</td>
<td>65.59140</td>
<td>58.33333</td>
</tr>
</tbody>
</table>

**Interpretation of Clustering Results**

The quality and correctness of the clustering depend on the distinctiveness of the clusters. K-means method allocates every item to only one cluster nearest to it in terms of a measure of Euclidean distance (Oyelade et al., 2010). Each cluster must be unique. In this work, these requirements are verified in Figure 5 and Table 6. In Fig.5, it is visible that all the four clusters are discrete, and no overlapping is there. Table 6 represents the cluster centers of the clusters generated. The cluster center of a particular cluster is the aggregate value around which the other values of that cluster persist. Thus, according to Table 6, cluster 1 is the group of students having around 98.75 rubric scores in Theory and Concepts, 100 rubric scores in Syntax Knowledge, 75 rubric scores in Conceptual Thinking & Skills, and so on.

Similarly, there are the cluster center values for the other three clusters. Figure 6 presents the line chart of Table 6, where all the seven criteria are on the X-axis. Cluster 1 center values decrease rapidly criteria-wise; Cluster 2 center values increase while cluster 3 and cluster 4 center values show a moderate decrease. Each cluster is distinct and exhibits diverse characteristics in terms of student achievement in the seven programming criteria.
ANALYSIS OF RESULTS

The four clusters engendered in this work, as shown in Table 6, segregate the students into four distinct batches of sizes exhibited in Table 7. Cluster 1 is a group of students who scores well in Theory and Concepts, Syntax Knowledge, and Conceptual Thinking & Skills; moderate in Critical Thinking and Logic Building & Thinking; and less in Optimization Skills & Complexity and Applications Design. Cluster 2 is a group of students who scores less in Theory and Concepts and Syntax Knowledge; moderate in Conceptual Thinking & Skills and Critical Thinking; and good in Logic Building & Thinking, Optimization Skills & Complexity, and Applications Design. Cluster 3 is a group of students who score very well in Theory and Concepts, Syntax Knowledge, Conceptual Thinking & Skills, Critical Thinking, and Logic Building & Thinking but also score well in Optimization Skills & Complexity and moderate in Applications Design. Cluster 4 is a group of students who scores moderately in every criterion but good in Syntax Knowledge.

Consequently, the students of cluster 1 have only basic knowledge of Java programming. These pupils can recall conceptual theory and syntax, but their application skills are ordinary, requiring more practice. They are weak in optimizing the code and building the applications in real-life scenarios. As a result, these learners can be recommended to concentrate more on implementing and analyzing what they have learned. Similarly, cluster 2 students are better at applying skills critically and rationally, but they struggle to recall theoretical concepts and syntactic knowledge. These students are excellent at optimizing the code and building real-life applications. This group is more interested in application design and reluctant to recall the concepts. As a result, this group can apply and analyze but cannot remember the concepts easily. Cluster 3 is a collection of students who are very good at remembering the concepts and syntax. They can also analyze critically and logically, but they are average in code optimization and application development. This batch can memorize the syntax and theory and analyze the learned concepts but needs to focus a little more on optimization and application design. Cluster 4 is a group of average students in all categories. As suggested to cluster 3 students, this group is also advised to pay a little more attention to the application building and code optimization skills, but this batch is advised to pay heed to the other criteria, too, unlike the cluster 3 batch. As a result, this clustering method identifies learners’ poor, average, above-average, and strong programming domains. These clusters are communicated to the instructors so that they divide their students into groups based on their knowledge levels and prepare their lessons accordingly.

Table 7: No. of students per cluster

<table>
<thead>
<tr>
<th>Cluster No.</th>
<th>Size (No. of students)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>20</td>
</tr>
<tr>
<td>2</td>
<td>32</td>
</tr>
<tr>
<td>3</td>
<td>64</td>
</tr>
<tr>
<td>4</td>
<td>93</td>
</tr>
</tbody>
</table>

In addition, it can be seen from Table 7 that cluster 1 is the smallest cluster having only 20 students, and cluster 4 is the largest cluster having 93 students. This observation implies that a considerably...
lower number of students in our dataset excel at remembering syntax and concepts but struggle in logic building, critical thinking, code optimization, and application design. A considerable number of students are average in practically every aspect. This analysis gives a sense of a group's preferences for various programming categories.

CONCLUSION AND FUTURE SCOPE

This paper focuses on developing rubrics in a top-down manner for JAVA objective assessments that include multiple response questions. Creating these objective assessments is simple and quick (Patra & Saha, 2019). Furthermore, they facilitate consistent and objective mass evaluation, a prerequisite of today's mob learning platforms. If the questions are carefully selected, they can provide competent information regarding student learning. It is proved in the existing research that rubric-based assessment improves student learning (Miknis et al., 2020), but no work acclaimed the significance of the use of rubrics in objective assessments.

In this work, a rubric is prepared in which seven criteria were selected to assess the students’ responses. The criteria chosen are in agreement with Bloom’s taxonomy. A JAVA Multiple Response Questionnaire is created, with five questions chosen for each criterion to assess students’ learning and comprehension related to that criterion. It was conducted on 209 students of MCA and B.Tech. courses. The rubric scores (shown in Table 4) were calculated using the partial scoring technique described in the rubric section. These rubric scores suggest the problem areas for the learners where they need to concentrate more to perform better. This approach ensures skill-wise feedback to each student, and it is better than just knowing the total number of correct answers or the total score. Clustering is also applied to the results to categorize the learners according to their expertise in different programming criteria. This rubric-based assessment aids the instructors in developing the subsequent curriculum, pedagogy, and class content.

Conclusively, some students are good at remembering, comprehending, and applying programming principles but struggle with analyzing, evaluating, and developing domains, whereas others excel at applying, evaluating, and analyzing but are weak in remembering and understanding programming concepts. This separation also assists industrial enterprises in employing students who meet their requirements.

The whole idea behind every type of assessment is to measure the student learning outcomes in the end. An outcome is generally referred to as the knowledge or skills acquired by the student throughout the course and can be measured after a certain time period (Seybert, 2002). This work focuses on proposing and analyzing a rubric for objective assessments. The rubric scores are communicated to the learners which suggests topic-wise improvements but the outcome measurement of student achievements and rubric evaluation are out of the scope of this work and may be included in the future study in this area.

Additionally, the students examined in this work are from two separate courses: B.Tech. and MCA. They are regarded as programming learners in this work, but future research may undertake a differential analysis of the students in the two courses, yielding a course-wise analysis.

The other future scopes of this work are evaluating the rubric’s reliability and validity, developing and implementing it for objective assessments in other subjects, and sharing and discussing the rubric with students prior to the assessment so that they are aware of the criteria on which they will be evaluated. The rubric design can also be extended to adaptable rubrics that offer detailed sub-criteria for each programming criteria if demanded (Agost et al., 2018), accommodating diverse learning methods and speeds.
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